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Abstract

This report describes the design and implementation of an organizational
identifier server (OIS). This server is the top level of a hierarchy to assign and
maintain a list of unique identifiers for Department of Defense (DOD)
organizations. These OrglD numbers are designed to provide a uniform means
for digital computers to reference DOD organizations. The OIS accepts requests
for OrglDs from organization servers (OS) and generates sets of unique numbers
in response. The OIS also acts as a directory for assigned numbers. OS programs
may query the OIS as to who owns a particular OrgID, and the OIS will respond
with the name of the OS that was assigned the particular OrgID and its current
status.
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1. Introduction

With the current push to digitize the Army and ultimately the Department of Defense,
one of the problems to be solved is how to identify everyone. Every unit has a name that
conveys a large amount of information—such as the echelon, unit type, and who they are
assigned to (i.e., D Company, TF 1-35th Armor—to human beings). However, these names
are difficult for computers to interpret and pass around. It would make sense to identify
units with a number that the ubiquitous computer can easily manipulate and exchange with
other computers, much like bar codes are used to keep track of physical items. A translation
back into military nomenclature could always be done at any time (computers excel at such
tasks). Chamberlain [1] has developed a proposal to use unsigned integers as organizational
identifiers (OrgID). 32 bits* will allow for 4.3 billion organizations. A problem with using
such numbers is how to keep track of them. As proposed by Chamberlain, this bookkeeping
is done on two levels and is shown in Figure 1. At the top of this figure is an OrgID Server

OrgID Server
[
\i 1 y 1}
ARMY NAVY AIR FORCE Other
Organizational Organizational Organizational XY Organizational
Server Server Server Servers

Figure 1. Hierarchy for OrgID Distribution.

(OIS) that serves as the number generator. This program generates the OrgIlDs and keeps
track of the Organization Server (OS) they are assigned to and their status. The second level
is composed of the OSs that keep track of how particular organizations assign the OrglDs
to their various components (i.e., Army Server, Navy Server, etc).

If a user in the field wants to know the owner of a particular OrglD number, he would
first query his local OS. It is most likely that this OS would know the unit corresponding to
the number in question. If not, the OS program would then query the OIS. The OIS would
respond with the OS that had been assigned the number and indicate whether the OrgID was
listed as ACTIVE or INACTIVE. The user’s OS would then query the named OS. Depending
on security considerations and organizational policy, that OS could choose to respond or not.
This process is shown graphically in Figure 2. By designing the process in this manner, each
OS maintains control of the unit information for which they are responsible.

This report describes the design and implementation of the OIS and the library routines
that provide the interface between the OIS and OS. Data replication between multiple OIS
machines will be implemented using tools provided by the database vendor and therefore is
not discussed.

*32 bits is the size of an unsigned integer on almost all popular computers today.
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Figure 2. OrgID Query Process

2. Server Architecture

The OIS is composed of three major components: a relational database mandgement
system (RDBMS), a network front end, and a system console. To provide a backup capability,

the OIS system is comprised of two OISs running on separate computers (see Figure 3). The
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-
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SECONDARY ORG_ID SERVER
Figure 3. Basic Architecture of the OrgID Server System.

relational database management system selected for this work is Informix. The RDBMS

provides a permanent data store and also replicates all OrgID data to a secondary server
that is kept in reserve in case problems occur with the primary server.

The network front-end provides communications between the OrgID server and the OS
client. It also provides for limited authentication and data security. The console allows a
Database Administrator (DBA) to access the program to monitor the state of the database,



create new user accounts, and perform system maintenance operations. To keep the system
as flexible and portable as possible, a graphical user interface was not constructed.

3. Data Structures

The data stored by the RDBMS may be partitioned into two parts: (1) the data describing
OrglDs and their use; and (2) data used by the OIS program to keep track of user access
information and connection data.

3.1 OrgID Data Tables

OrgID data is maintained in two tables. The first is a table of currently assigned OrglIDs
(orgid) and is shown in Table 1. The second is a free list of unassigned numbers (freeblocks),
as shown in Table 2. Both tables are designed to minimize the actual storage required.

Table 1. Assigned OrglID Definition

Name Type | Definition

idnum integer | The OrgID number

orgcode | integer | The code number of the OS this number is assigned to
status char | The current status (Active, Inactive)

reqdate date | Date this number was assigned to an OS

moddate | date | Date this number was activated/deactivated

Table 2. OrgID Free List Definition

Name | Type | Definition
start | integer | First available number in block
end | integer | Last available number in block

In addition to the actual OrglDs being used, tables are needed to provide the mapping
between organizations and their code numbers (affiliation), and information about the users
who are authorized to use the OIS (account). Tables 3 and 4 show the fields and how they
are used.*

A transaction table (translog) is maintained to record usage of the OIS, as shown in
Table 5. The recno field is a simple counter used to provide an audit trail of the exact

*Additional fields could be added to the tables if desired.




Table 3. Organization Information

Name Type | Definition
orgcode | integer | Code number of the OS
orgname | string | Name of the OS

Table 4. OrgID Account Information

Name Type | Definition ,

username string | Account name

passwd string | Password for this account

orgcode integer | Code number of the OS the account is for

address string | Contact information

phone string | More contact information

maxoidtrans | integer | Maximum number of requested OrgIDs per transaction
maxoidday | integer | Maximum number of requested OrgIDs per day
maxoiduser | integer | Maximum number of requested OrgIDs for this account

sequence of events. Two of the fields—success and number—contain different types of values
depending on the command. The success codes are returned to the client program via the
functions in the application program interface (API) and are explained in Section 4.2.4.
Sample data are shown in the Appendix.

Table 5. OrgID Transaction Log

Name Type | Definition

recno integer | Transaction number

username | string | Account name

command | char | Command that was issued

success integer | Success or failure code number
cmddate date | Date command was given

number | integer | Varies depending on the command

3.2 Table Values

Code values are used in the tables to conserve disk space in accordance with database
constraints. The simplest of these are the single-character status codes in the orgid table,
which are currently ‘A’ for active and ‘I’ for inactive. The translog table uses both character



codes and numerical codes. These numbers provide more information than a simple pass/fail
value, although the main concern is whether or not a command succeeded. The codes used

for the commands and the meaning of the number stored in the number field are shown in
Table 6.

Table 6. Transaction Log Command Codes

Code | Definition Number
L | Login UNIX date and time
T | Logout UNIX date and time
X | Lost Connection UNIX date and time
R | Request for OrglDs Desired number of OrglDs
A | Change OrgID status to Active | Number of OrgIDs to change
I | Change OrgID status to Inactive | Number of OrgIDs to change
F | Free (delete) OrgID Number of OrglIDs to free
Q | Query OrgID that was queried

4. Interface Issues

There are two major interfaces that the OIS must support. The OIS must exchange
information with the Informix RDBMS and the various OS client programs.

4.1 The OIS to Informix Interface

Informix supports structured query language (SQL) and a variant developed for use
within C programs called embedded SQL for C (ESQL/C). Since the OIS is written in C,
it communicates with the Informix RDBMS via ESQL/C. To implement this interface, SQL
statements are combined with C source in a file, along with special Informix keywords using
SQL syntax. A preprocessor converts this ESQL/C file into a normal C file, with the SQL
statements being replaced by calls to C functions that are part of the ESQL/C library. The
resulting C file is then compiled by an ordinary C compiler and linked with the libraries
supplied by Informix. ' '

The use of ESQL/C combines the power of SQL with the flexibility of C. For example, an
SQL SELECT statement normally returns a table of records. With ESQL/C we may write
a loop which uses C code to sequentially manipulate each record that is returned from the
query. We also have the ability to use conditional flow control statements, such as traditional
“if-then-else” constructs, and to perform complex calculations.




4.1.1 Logging In and Out

Since the OIS program runs continuously while waiting for new connections from organi-
zation servers, it is not efficient for the OIS to remain connected to the RDBMS because of
Informix system overhead. When a new OS client contacts the OIS, the function iOpenDb is
called, and iCloseDb is invoked when the OS logs out. A counter keeps track of the number
of connected OS programs. If the counter is zero when iOpenDb is called, a connection is
made to the RDBMS. Likewise, iCloseDb breaks the connection when the counter falls to
zero (i.e., the last OS program logs out).

The OIS must validate an OS’s credentials before allowing him to submit further requests
to the OIS. The function get_user_info is given the name of the client attempting to login. It
executes a SELECT command on the account table to get the client’s password, organization,
and request limits (limits are detailed in the following section). If the client is found in the
table, his information is returned in a data structure; otherwise, a NULL value is returned
and the connection is terminated.

4.1.2 Getting New OrglIDs

To prevent a user from requesting an inordinately large number of OrglIDs, each user has
a transaction limit (see Table 4). There is also a daily limit to prevent a user from trying
to bypass the transaction limit by submitting many smaller requests. Finally, a third limit
specifies the total number of OrglDs the user may own. The limits are defined for each
account, so everyone does not necessarily have the same limits, and the value of any limit
may be set to unlimited. If a limit is exceeded, the appropriate error code is returned.

The function that provides a user with new OrglIDs, db_get, is the most complicated in
the ESQL/C portion of the OIS. Before it processes the user’s request, it first makes sure
that the user is within his limits.

A table of available OrglDs, called freeblocks, contains a pair of numbers in each record
indicating a range of unused OrgIDs. The function scans the freeblocks table (using a SELECT
loop) and saves information about each block until it has accumulated the desired number of
OrglDs. It inserts a new record for each OrgID in the orgid table, recording the code number
of the organization that requested the OrgID, the status (inactive), and the current date.
The freeblocks table is also updated. If all the numbers in a block are used, that block’s
record is deleted; if part of a block is used, the starting value of the block is updated to
reflect the reduced block size.

After both database tables have been updated, the OrgIDs are returned as a string of
number ranges to be passed on to the user.

4.1.3 Changing the Status of OrgIDs

The OIS retains information about the OrgIDs that have been given out. When an
organization assigns its OrglDs, it notifies the OIS and reports the OrgIDs that are now in



use. This is handled by the function db_set_status. The current codes are ‘A’ to activate the
OrglDs, ‘I’ to deactivate them, and ‘F’ to free them.

An OrgID may be deactivated. One such case occurs when it has been assigned to a
temporary unit such as a joint task force. When the OrgID is unassigned, the OIS must be
notified that the number is now inactive. The OS may later reassign the OrgID to another
unit, at which time it would tell the OIS to activate the number again.

If an organization decides it no longer needs various OrglIDs, it may free them. This
is much more than merely deactivating the numbers. The organization is giving up the
ownership of the OrglDs, and they are deleted from the orgid table and returned to the
freeblocks table.

Before the OIS changes the status of a group of OrglDs, it first makes sure they are all in
the orgid table (i.e., they have been assigned) and that they belong to the organization which
submitted the command. If any OrglD fails to meet these conditions, the entire command
is ignored and an error code is returned. The date the status was modified is recorded in
the moddate field in the orgid table. The only exception is when the OrgID is freed, because
in that case the record is deleted from the table. It is not an error to attempt to change
the status of an OrglID to its current status. In other words, if the user asks for an active
OrgID’s status to be set to “active,” the command will be executed, even though only the
moddate field will be changed.

4.1.4 Obtaining Information About an OrgID

A user may wish to obtain information about a particular OrgID. The user may submit
that OrgID to the OIS and receive the OS that owns the OrgID and its current status. The
function db_get_owner runs a SELECT on the orgid table, returning an error code if the
OrglID has not been assigned.

4.1.5 Miscellaneous Functions

Every command submitted to the OIS is recorded in the table translog (see Table 5),
regardless of the command’s success or failure. The transaction record is stored by the func-
tion record_transaction. The command codes and other details are explained in Section 3.1,
and the success codes are enumerated in Section 4.2.4.

Two functions exist for debugging purposes, iShowFree and iShowCount. The function
iShowFree prints the freeblocks table. Summary information for the orgid table is generated
by iShowCount, which prints the number of OrgIDs owned by each organization, separated
into active and inactive.




4.2 The OIS to OS Interface

The OIS to OS interface has several parts. The PKG software handles the details of
the network connections. Above this are a set of OIS routines that manage PKG input and
output, and finally there is a library of functions that comprises the API and are called
directly by the OS programs.

To assure portability, versions of the PKG, DES, and API libraries have been compiled
and executed on the following machine/OS combinations: Sun Ultra 1/Solaris 2.6 and 2.7,
Windows NT, and Windows 98. Under Solaris and Windows NT, the compilation was
performed by the GNU compiler, gcc. Microsoft’s Visual C++ compiler was used for the
Windows 98 version.

4.2.1 The PKG Library

The PKG software [2, 3] was developed by Mike Muuss, Charles Kennedy, and Phillip
Dykstra at BRL.* It implements a message passing interface for managing client/server
communications using TCP/IP connections. Server actions include initialization, client con-
nection, and client request servicing. Client actions include making the server request, reply
processing, possible connection negotiation, and data transfer processing. Security is not
considered within the PKG routines.

Once the connection is established, it may be used for either full-duplex asynchronous
or for synchronous query/response transactions. These transactions are multiplexed on the
server side within the PKG interface. Message multiplexing is handled by prefixing a header
used to relate client requests to server responses. At the receiving end, the user messages
are passed to user-defined routines that provide the PKG-user interface. The calling of these
user-defined routines is specified in a user-supplied table. The structure of this table is

struct pkg_switch {
unsigned short pks_type; /* Type code */
void (*pks_handler) (); /* Message Handler */
char *pks_title; /* Description of message type */

};
and the actual table used in the OIS is

struct pkg switch pkg.switch[] = {
{ OIS_ERROR, ois_unk, "Error Message" },
{ OIS_LOGIN, oislogin, "Login Message" },
{ OISREQ, ois_req, "Idreq Message" }s
{ DISRESP, ois.resp, "Id Response" },
{ OIS.LOGOUT,ois logout, "Logout Message" }

};

*The Ballistic Research Laboratory that was incorporated into the Army Research Laboratory in 1992.




The first entry on each line is a PKG message identifier. The second is a pointer to a
function that will be called when a message of that type is received; the third is a string used
for identification purposes in error messages and data logging. The functions referenced in
this table are described in more detail in the next section.

4.2.2 PKG Interface Definition

The interface to PKG software in the OIS program is via the following calls

struct pkg-conn *pkg open ( host, service, protocol, uname, passwd,
pkg-switch, errlog )

char *host /* Name of host to connect to */

char *service /* The port to use for this connection */

char *protocol /* The protocol to use, TCP always */

char *uname /* A username, always ignored here */

char *passwd /* A user password, always ignored here */

struct pkgswitch *pkg_switch /* The structure relating
message types and handler routines */

void (*errlog)() /* A filename for logging errors */

returns: pointer to a pkg.conn structure

Pkg_open is called by a client to make a connection to a server running on the
named host. The return value is the connection handle. Protocol, username, and
password are optional, with username and password not being used.

void pkg-close ( ptr_to_conn )
struct pkg.conn *ptr_to_conn /* The connection to close */
returns: none

Pkg_close is called by either the client or server to gracefully close a connection.

int pkg.permserver ( service, protocol, backlog )

char *service /* The port to use for this connection */
char *protocol /* The protocol to use, TCP always */
int backlog /* Passed to listen(3n) maximum pending

connections queue */
returns: file descriptor

Pkg_permserver is called by the server to set the service port and to listen for data
on the port that is bound to the socket. The return value is the file descriptor of
the socket.




struct pkg.conn *pkg getclient ( listenfile desc, pkg_switch,
errlog, nodelayflag )
int listenfile.desc /* File descriptor for connections */

struct pkg.switch pkg._switch /* The structure relating
message types and handler routines */

void (*errlog)() /* Pointer to error logging routine */

int nodelay flag /* Flag to use polling or blocking */

returns: pointer to the pkg comnection block, NULL or ERROR.

Pkg_getclient is used to accept connections from clients. If possible, the connec-
tion request from the client is accepted, a pkg_connection block is created, and a
pointer to it is returned to the server. The server may request nonblocked service
by setting the nodelay_flag to TRUE.

int pkg.get ( ptr_to_conn )

struct pkg.conn *ptr_to_conn /* The connection to get from */
returns: message-arrived, more.data_coming or ERROR.

Pkg_get waits until a message header is received and calls the user-specified mes-
sage handler for that message type. This routine should be called by a program
whenever there is data waiting on a connection and the program is not otherwise
waiting on a specific message type. The routine will return directly to the caller
if no header is available, or if only a partial message is received; otherwise, it
calls the user-specified message type handler.

int pkg_send ( message_type, data buff, buff_len, ptr_to_conn )

int message._type /* Type of message from pkg switch */
char *data buff /* The data to be sent */

int buff len /* The number of bytes to be sent */

struct pkg-conn *ptr_to_conn /* The client to send to */

returns: number of bytes sent or ERROR

Pkg send constructs a message header for the data buffer and transmits it on
the connection. If only part of the message can be sent, the actual number of
bytes transmitted is returned. Any data in the stream buffer is first flushed.
If the stream buffer needs flushing, the message is less than MAXQLEN (currently
512) bytes long, and sufficient room is left in the stream buffer, this message gets
“piggybacked” on by copying it to the buffer before flushing. If available, writev
is used to send the header and data with one system call.

char *pkg bwaitfor ( message_type, ptr.to_conn )
int message_type /* Type of message from pkg.switch */
struct pkg_conn *ptr_to_conn /* Connection to wait on */
returns: ptr_to_buffer or ERROR

10



Pkg_bwaitfor does a blocking read on the connection until a message of message._type
is received. Asynchronous messages and messages of other types are processed

while this routine waits. The message is returned in a newly allocated buffer that
the caller must free.

4.2.3 The PKG Handling Routines

On the server side, these routines interact with the PKG routines described previously
and take care of details such as encryption and message logging. Since they are called from
within the PKG software, they have no return values. Proc_incoming is not a message
handling routine, but calls the PKG routines to process pending data.

void dropclient ( i )
int i

/* Index into list of clients */
returns: none

This routine closes the connection to a client by cleaning this entry in the

ACTIVE_.CONN array and calling pkg_close.

void ois_do.login ( pc, buf )

struct pkg conn *pc /* A pointer to the current
pkg.conn structure */
unsigned char *buf - /* Buffer containing the assembled

message. Length and type of message may
be determined from the pkg _conn structure

( pc->pkclen, pc->pkc.type ) */
returns: none

After the PKG connection is made, this routine is invoked by a LOGIN message.
It handles the password look up and initializes everything that needs it. (NOTE:

We may need to drop back and remove LOGIN and LOGOUT as special message
types if they take too long to execute.)

void ois_logout ( pc, buf )
struct pkg_conn *pc /* A pointer to the current
pkg _conn structure */
/* Buffer containing the assembled
message. Length and type of message may
be determined from the pkg.conn structure
( pc->pkclen, pc->pkc_type ) */

unsigned char *buf

returns: none

11




This PKG switch routine is called when a LOGOUT type of message is received. It

frees the ACTIVE_.CONN structure, drops the PKG link, and logs the fact. See
LOGIN comments for possible future action.

void oisreq ( pc, buf )

struct pkg_conn *pc /* A pointer to the current

pkg-conn structure */

/* Buffer containing the assembled
message. Length and type of message may
be determined from the pkg.conn structure
( pc->pkc.len, pc->pkc_type ) */

unsigned char *buf

returns: none

This handler routine queues incoming client requests for processing at a later
time.

void ois_resp ( pc, buf )

struct pkg.conn *pc /* A pointer to the current

pkg_conn structure */

/* Buffer containing the assembled
message. Length and type of message may
be determined from the pkg.conn structure
( pc->pkc_len, pc->pkc_type ) */

unsigned char *buf

returns: none

This routine is used on the client side to accept responses to 0IS_REQ messages.
It should never be called on the server side.

void ois_unk ( pc, buf )

struct pkg_conn *pc /* A pointer to the current

pkg-conn structure */
/* Buffer containing the assembled
message. Length and type of message may

be determined from the pkg._conn structure
( pc->pkclen, pc->pkc_type ) */

unsigned char *buf

returns: none

This routine is called by the PKG software when a message of unknown type is
received. It simply logs the fact and throws away the buffer.

12



int proc.incoming ( £d )
int fd /* File descriptor for this connection,
also index into ACTIVECONN array */
returns:
< 0 for errors
0 no errors no messages
> 0 number of messages processed

This function reads and processes any data pending on the furnished file de-
scriptor. It returns less than 0 if it was not given a valid file descriptor for the
package connection, or if any part of the process fails. It returns 0 if there was
data but not a complete message. Return values greater than 0 are the number
of messages processed.

4.2.4 The API Library Functions

The API library of functions is supplied to the Organization Server developer to perform
the details of communication with the OIS and to provide a set of functions allowing the OS
to interact with the OIS. Currently the following actions are defined:

int oislogin ( host.p, host.s, uname, password )

char *host.p; /* Name of OrgID Server primary host */
char *host.s; /* Name of OrgID Server secondary host */
char *uname; /* Name of 0S or other approved user */
char *password; /* Approved passwd */

returns:

BAD_ARGUMENT - One of the input arguments didn’t

make sense. Generally this is a NULL pointer

or a variable being out of reasonable range.

PKG SEND_FAILURE - PKG software failed for the
specified connection

PKGWAIT FAILURE ~ PKG software failed to get an
expected response on the open connection

LOGIN.OK.P - Login to the primary server was successful
LOGIN.OK.S - Login to the primary server failed but

a successful login to the secondary server was completed
PKG_CONNECT FAIL ~ PKG software failed to connect

to the specified host

LOGIN.FAIL - PKG connection was established but

login failed for an unknown reason

BAD_USER.NAME - PKG connection was established but
login failed because of an unrecognized username
BAD_USER PW - PKG connection was established but

login failed because of an incorrect password

13




This function creates the connection to the OIS and attempts to log in using
the approved username and password. Return values indicate the status of the
connection: PKG_FAIL, LOGIN_FAIL, LOGIN_COMPLETE.

int numreq ( req-num, ids )
unsigned int reqnum; /* The number of OrglIDs requested */
unsigned int *ids; /* A pointer to sufficient space to
store the requested number of OrgIDs */
returns:
BAD_ARGUMENT - One of the input arguments didn’t
make sense. Generally this is a pointer being NULL
or a variable being out of reasonable range.
PKG_SEND_FAILURE - PKG software failed for the
specified connection
PKGWAIT FAILURE - PKG software failed to get an
expected response on the open connection
OVERRL - Request refused - more 0IDs were requested
than allowed during a single request '
OVERDL - Request refused - more 0IDs were requested
than allowed during a single day
OVERML - Request refused - more 0IDs were requested
than this 0S is permitted to own
REQFAIL - If the request failed for any one of many reasons
other than the ones mentioned above
num-ids - If successful, a positive number representing the
number of 0IDs granted is returned

This function allows the caller to get a number of OrgIDs. The number requested
is compared with the caller’s limits. Upon successful completion, this routine
returns the value 1, and the requested OrglDs are placed in the ids array. No
order can be assumed in the returned numbers. This routine does not return
until a response is obtained.

int set.status ( ids, num, status )

unsigned int *ids; /* A pointer to the start of num ids */
int num; /* Number of entries in the ids array */
int status; /* A number indicating status of

this number or numbers */
returns:
BAD_ARGUMENT - One of the input arguments didn’t
make sense. Generally this is a pointer being NULL
or a variable being out of reasonable range.
PKG_SEND_FAILURE - PKG software failed for the
specified connection
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PKGWAIT FAILURE - PKG software failed to get an
expected response on the open connection
REQ_SUCCESS - Request was successful

REQFAIL - Some problem was encountered and status
value not changed for any of the OrgID numbers

This routine allows the OS program to set the status of OrgIDs assigned to it.
Current status values are INACTIVE, ACTIVE, FREE. IDs are initially given a value
of INACTIVE when assigned to an OS. The OS must then use this function to
indicate those IDs that are issued to units by setting the status to ACTIVE.
When the OS no longer has any use for selected IDs, the status may be set to
FREE, thereby allowing the OIS to return them to the free list. Numbers less
than 8 million cannot be freed since these are pre-assigned to the various OSs.

This routine does not return until a response is obtained.

int ownerof ( id, owner )
unsigned int id; /* An OrgID */
char *owner; /* The name of the 0S that owns
' this specified OrgID. */

returns:
BAD_ARGUMENT - One of the input arguments didn’t
make sense. Generally this is a pointer being NULL
or a variable being out of reasonable range.
PKG_SEND FAILURE - PKG software failed for the
specified connection
PKG WAIT FAILURE - PKG software failed to get an
expected response on the open connection
REQ_SUCCESS - Request was successful
REQ_FAIL - Some problem was encountered or couldn’t
find owner of this 0ID

This function allows the caller to determine the OS that is the owner of the
specified OrgID. The result is returned in the string owner that is supplied by

the caller. This routine does not return until a response is obtained.

int logout ( )
returns:

BAD_ARGUMENT - One of the input arguments didn’t
make sense. Generally this is a pointer being NULL
or a variable being out of reasonable range.
PKG_SEND_FAILURE - PKG software failed for the
specified connection
PKGWAIT FAILURE - PKG software failed to get an
expected response on the open connection ,
LOGOUT.OK - Logout succeeded and connection broken

15




This function terminates the connection to the OIS.

4.2.5 OIS to OS Messages

The API functions generate messages that are sent to the OIS program via the PKG soft-
ware. PKG network transactions use the TCP protocol, which is a 100% reliable protocol;
therefore, no special coding is used to ensure successful transmission. Each user-generated
command elicits a response from the OIS. All commands and responses are of the form

KEYWORD [argl;arg2;...]

where we have a keyword followed by a ‘[’, and then zero or more arguments separated
by ¢’ and finally ending with a ‘]’. The details of each command and the expected response
are shown below.

COMMAND
LOGIN[uname;password]
RESPONSE
LOGIN[status]
where status may be either ACCEPTED or REFUSED.

COMMAND
NUM_REQ [number]
RESPONSE
NUM_RESP [number;0ID1;0ID2;...]

COMMAND

SET_STATUS [num;status;0ID1;0ID2;...]
RESPONSE

STATUS_UPDATED[]

In the NUM_RESP and SET_STATUS commands, the list of OrgIDs may use the repre-
sentation OID;~OID,, if a consecutive set of numbers happens to occur. Note, however, that
consecutive numbers are never guaranteed and certainly should not be expected.

COMMAND

OWNER_OF [UID]
RESPONSE

OWNER_IS [name;status]

COMMAND
LOGOUT[]

RESPONSE
GOOD_BY[]
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5. Security Issues

In any client server system there are many opportunities for attack. Anderson [4] provides
representative samples. Most attacks are focused at the endpoints and do not directly attack
the encrypted messages passed back and forth. In this section we detail the actions taken
in both the OIS program and the application library to implement a security policy. Some
basic assumptions include that

o The server machine is secure both in a software and physical sense.
o The network is nonsecure.
o The security of the Organization Server is not the responsibility of the OIS.

e Data at the OIS is relatively nonvaluable compared to data in the OS.

The OIS software is composed of a C program that handles the networking connections
with the various OS programs and an Informix RDBMS, and a console interface that will
allow the OIS manager to both manage and monitor the OIS. The OIS server software
runs on Solaris 2.x UNIX operating systems, while the client libraries run on a variety of
operating systems. Attacks on the operating system, OS programs, or the Informix RDBMS
are beyond the scope of this project and are not considered further.

The network is clearly the most obvious avenue of attack if, for no other reason, it is
open to all the possible threats. Threats can literally be anyone—from hostile countries
or terrorists to curious high school students. Fortunately, the OIS operates on low value
data. Although OIS is crucial to the entire OrglD concept, the numbers themselves are
relatively unimportant. All the OIS program knows is which numbers are assigned to which
OS and whether they are active or not. There is no association of numbers with units.
Intercepting the data between the OIS and OS is of limited usefulness, so it is sufficient to
use a straightforward implementation of the Data Encryption Standard (DES) algorithm [5]
to encrypt all transactions between the OIS and OS programs.

The primary threats to the OIS are (1) denial-of-service and (2) a “spoofer” program to
falsely manipulate the OIS. If the OS can not obtain OrgIDs from the OIS when needed, then
the entire system fails. Such an attack is implemented by either overloading the physical
network or flooding the OIS with so many requests that authorized users cannot obtain
responses. A “spoofer” is a computer program that pretends to be a valid user. To address
the spoofer issues, a need to authenticate clients is required. Security in the client-server
model used in the OIS-OS system is provided by passwords and the limited number of legal
users. Successful entry into the OIS requires that a previously established password be used.
This password is then used to encrypt the entered password itself using the DES algorithms.
During the initial login procedure, the username is sent in the clear along with the encrypted
password. At the OIS, this password is decrypted using the stored password and they are
compared. A successful match constitutes a successful login, a session is established, and all
further transactions are encrypted using the user’s password.
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Smartcard technology was considered, but the overhead required for physical management
of the smartcards was considered excessive. In addition, the possible access of the OIS
program by allied nations may cause difficulties. Since it is expected that OS programs will
connect to the OIS infrequently, it may be difficult to maintain synchronization with the
smartcards.

5.1 Network Transaction Security

Existing network and operating system security mechanisms are relied upon to provide a
secure base. A DES algorithm is used to encrypt all transactions between the OIS and OS,
except for the initial login request.

5.2 Data Storage Security

Data Storage at the OIS site is the responsibility of the Informix RDBMS. All Mission
Critical information, such as OrgID tables, usernames, and passwords, will be stored by the
RDBMS. These data will then be replicated using the Informix replication scheme to the
secondary OIS computer.
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Appendix:
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In order to test the OIS, sample data were stored in the various tables and test client
programs were run. These clients attempted both successful and failed commands to verify
that the OrgID server software worked properly. This discussion is limited to the transaction
log because it records a summary of the messages sent to the OIS and the success codes.

The important data from the account table are shown in Table A-1. There are four users
in three different organizations. Notice that their limits are different.

Table A-1. Sample Account Data

Username | Org OrgID limits
ois_test ARMY | 50 | 1000 | ~-1°
client2 NAVY | 50 | 1000 -1¢
piggy USMC | 5 12 | 1000
megaman | USMC | 10 -1¢ 17

%A value of -1 means unlimited.

A portion of an actual transaction log is shown in Table A-2. (See Tables 5 and 6 for
details regarding the fields and their contents.) The first two transactions (25 and 26) are
both failed login attempts. The user nobody did not exist in the account table, resulting in
a success code of -1, while the user ois_test entered an incorrect password.

The third user, client2, successfully logged in later the same day. He requested 55
new OrglIDs, but was denied because he exceeded his transaction limit (which was 50). He
then asked for and received 5 OrglDs. While he was logged in, the user piggy logged in
(transaction 30) and requested some OrgIDs. His first request (for 17 OrgIDs) also exceeded
his transaction limit (5). He received 5 OrgIDs in two more transactions, but was denied
a third set of 5 because he would have gone over his daily limit (12). He logged out in
transaction 35. In a similar test, megaman logged in and requested 10 OrgIDs. A second set
of 10 was denied because it would have put him over his lifetime limit of OrgIDs (17).

After megaman logged out, client2 submitted some more transactions to the OIS. He
successfully freed 2 OrglDs, activated 2 more, and deactivated an OrgID in transactions
40-42. The next 3 transactions were activation requests that failed. A query of OrgID 3885
returned information, while a query of 39030 failed (the OrgID had not been allocated by
anyone). He logged out in transaction 48.

Several days later, client2 logged in again. Like before, he unsuccessfully requested 55
OrglDs, then asked for and received 5 OrgIDs. Before he could do anything else, he was
disconnected, as shown in transaction 52. Soon after that, the user ois_test logged in (with
the correct password this time). He successfully submitted several transactions and logged
out.

These tests have shown that all requests sent to the OIS are recorded properly. A careful
examination of the orgid and freeblocks tables (not shown here because of their size) confirmed
that the actions and results stored in the transaction table are correct.
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Table A-2. Actual Transaction Log

recno | username | command | success | cmddate number
25 | nobody L -1 108/05/1999 | 933867435
26 | ois_test L -2 | 08/05/1999 | 933867436
27 | client2 L 1|08/05/1999 | 933873696
28 | client2 R -11 | 08/05/1999 55
29 | client2 R 5| 08/05/1999 5
30 | piggy L 1| 08/05/1999 | 933873697
31 | piggy R -11 | 08/05/1999 17
32 | piggy R 51 08/05/1999 5
33 | piggy R 51 08/05/1999 5
34 | piggy R -12 | 08/05/1999 5
35 | piggy T 1| 08/05/1999 | 933873697
36 | megaman L 1|08/05/1999 | 933873699
37 | megaman R 10 | 08/05/1999 10
38 | megaman R -13 | 08/05/1999 10
39 | megaman T 1{08/05/1999 | 933873699
40 client2 F 2 108/05/1999 2
41 | client2 A 21 08/05/1999 2
42 | client2 I 1 | 08/05/1999 1
43 | client2 A -1 | 08/05/1999 3
44 | client2 A -1 08/05/1999 1
45 | client2 A -1 {08/05/1999 1
46 | client2 Q 0 | 08/05/1999 3885
47 | client2 Q -1 {08/05/1999 39030
48 | client2 T 1 | 08/05/1999 | 933873707
49 | client2 L 1|08/20/1999 | 935157330
50 | client2 R -11 | 08/20/1999 55
51 | client2 R 5 | 08/20/1999 5
52 | client2 X 1| 08/20/1999 | 935157331
53 | ois_test L 1108/20/1999 | 935157336
54 | ois_test R 10 | 08/20/1999 10
55 | ois_test A 41 08/20/1999 4
56 | ois_test Q 0| 08/20/1999 3923
57 | ois_test T 1|08/20/1999 | 935157337
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API
ARL
BRL
DES
ESQL
IP
OIS
OrgID
0S
RDBMS
SQL
TCP

List of Abbreviations

Application Program Interface

Army Research Laboratory

Ballistic Research Laboratory

Data Encryption Standard

Embedded Structured Query Language
Internet Protocol

Organization ID Server

Qrganizational Identifier
Organizational Server

Relational Data Base Management System
Structured Query Language

Transport Control Protocol
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